**1.STACK**

#include <iostream>

using namespace std;

#define MAX 10

class Stack {

private:

int items[MAX];

int top;

public:

Stack() {

top = -1;

}

bool isFull() {

return top == MAX - 1;

}

bool isEmpty() {

return top == -1;

}

void push(int newItem) {

if (isFull()) {

cout << "Stack is full! Cannot add " << newItem << endl;

} else {

items[++top] = newItem;

cout << newItem << " pushed to stack." << endl;

}

}

void pop() {

if (isEmpty()) {

cout << "Stack is empty! Cannot pop." << endl;

} else {

cout << "Item popped: " << items[top--] << endl;

}

}

void printStack() {

if (isEmpty()) {

cout << "Stack is empty." << endl;

} else {

cout << "Stack items: ";

for (int i = 0; i <= top; i++) {

cout << items[i] << " ";

}

cout << endl;

**Output:**
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}

}

};

int main() {

Stack s;

s.push(10);

s.push(20);

s.push(30);

s.push(40);

s.printStack();

s.pop();

cout << "After popping an item:" << endl;

s.printStack();

return 0;

}

2 **.Queue**

#include <iostream>

using namespace std;

class MyQueue{

private:

int Queue[100], Front, Rear, MaxSize;

public:

MyQueue(int size) {

MaxSize = size;

Front = -1;

Rear = -1;

}

bool isEmpty(){

if((Front == -1) && (Rear == -1 ) ) {

return true;

}else{

return false;

}

}

bool isFull(){

if(Rear == (MaxSize-1)){

return true;

}else {

return false;

}

}

bool enqueue(int element){

if(isFull()){

cout<<"Queue is Full"<<endl;

return false;

}

else{

if (isEmpty()){

Front = 0;

}

Queue[++Rear] = element;

return true;

}

}

bool dequeue(){

if(isEmpty()){

cout<<"Queue is Empty"<<endl;

return false;

}

else if(Front == Rear){

Front = Rear = -1;

cout<<"Removed Successfully"<<endl;

return true;

}else{

Front ++ ;

cout<<"Removed Successfully"<<endl;

return true;

}

}

void front(){

if(!isEmpty()){

cout<<"Front Element:"<<Queue[Front]<<endl;

}

else{

cout<<"Queue is empty"<<endl;

}

}

void showQueue(){

if(!isEmpty()){

cout<<"Elements are:"<<endl;

for(int i= Front; i<=Rear; i++){

cout<<Queue[i]<<endl;

}

}else{

cout<<"Queue is empty"<<endl;

}

}

**Output:**
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};

int main(){

MyQueue q1(100);

q1.enqueue(10);

q1.enqueue(20);

q1.enqueue(30);

q1.showQueue();

q1.dequeue();

q1.front();

q1.showQueue();

}

**3. Dynamic Stack**

#include <iostream>

using namespace std;

struct Node {

int data;

Node\* next;

};

class Stack {

private:

Node\* top;

public:

Stack() {

top = nullptr;

}

void push(int value) {

Node\* newNode = new Node();

newNode->data = value;

newNode->next = top;

top = newNode;

}

int pop() {

if (top == nullptr) {

cout << "Stack is empty!" << endl;

return -1;

}

Node\* temp = top;

int poppedValue = top->data;

top = top->next;

delete temp;

return poppedValue;

}

int peek() {

if (top == nullptr) {

cout << "Stack is empty!" << endl;

return -1;

}

**Output:**

![](data:image/png;base64,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)

return top->data;

}

bool isEmpty() {

return top == nullptr;

}

};

int main() {

Stack stack;

stack.push(10);

stack.push(20);

stack.push(30);

cout << "Top element is: " << stack.peek() << endl;

cout << "Popped element: " << stack.pop() << endl;

cout << "Popped element: " << stack.pop() << endl;

if (stack.isEmpty()) {

cout << "Stack is empty." << endl;

}

return 0;

}

**4.Circular Queue**

#include <iostream>

using namespace std;

class Node {

public:

int data;

Node\* next;

Node(int value) {

data = value;

next = NULL;

}

};

class Stack {

private:

Node\* top;

public:

Stack() {

top = NULL;

}

void push(int value) {

Node\* newNode = new Node(value);

newNode->next = top;

top = newNode;

}

void pop() {

if (top == NULL) {

cout << "Stack is empty.\n";

return;

}

Node\* temp = top;

top = top->next;

delete temp;

}

int peek() {

if (top == NULL) {

cout << "Stack is empty.\n";

return -1;

}

return top->data;

}

void display() {

Node\* temp = top;

if (top == NULL) {

cout << "Stack is empty.\n";

return;

}

while (temp != NULL) {

cout << temp->data << " ";

temp = temp->next;

}

cout << endl;

}

};

int main() {

Stack stack;

int choice, value;

while (true) {

cout << "\nMenu:\n";

cout << "1. Push\n";

cout << "2. Pop\n";

cout << "3. Peek\n";

cout << "4. Display\n";

cout << "5. Exit\n";

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALcAAACGCAYAAACfSBuXAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAciSURBVHhe7dfRjSs3EETRDdMZOAUn4Zzel3NxFDbKQAONcjWHMxpq1FR9HFhkc6jn3QtB+/P3n7//Y7Yjx23bcty2Lcdt2yrj/uuP38xaG8b98/Nj1pcKGxy3tafCBsdt7amwwXFbeypscNzWngobHLe1p8IGx23tqbDBcVt7Kmxw3NaeChsct7WnwgbHbe2psMFxW3sqbHDc1p4KGxD3r1+//pMfUHtmH0mFDTnuiJnXZh9NhQ0cN5OXLfLU+1pzKmyYjbvaV7NqXq15X83MSips4O/c+b/q9Yq12UtU2DDzB2W8ZurslbXZS1TYcCbuPM94fnbN+2pmVlJhw5W4717zvpqZlVTYMBN3XvP+6Kw6E/vqjNklKmxA3PIBsy5U2OC4rT0VNjhua0+FDRz3iu/B8f2aqbNXrLjTGlFhQ457ZSB8993vdfd91ogKGxB3hLEyEL777ve6+z5rRIUNn/DJPZrxnprlOb+2L6DChnfHnfHs6jrvxb46Y5tSYcNTn9yjmTqr9jKeH523jaiwoUvcRzPer87ZhlTYcCbumF+JZvQcz86uZ8/YplTYgLgjBMaXjGYj+bnqWZ7z2TzP+zzjvXzONqXChvzJbdaSChsct7WnwgbHbe2psCHizt9b7/6uyncHddbsNBU25D8o4/CK+N7xHvalVNjguK09FTao79wrwuM7qzXv89nqjH0xFTZw3KvCyVHyexytZ8/Yl1JhQ457ZTCju3mmzs6csS+lwoaIe3Uso/t5ps7OnLEvpcKGM39Qxr6aHRk9xzN1duaMfSkVNuS4GV8ymo3k56pnj87wXJ2xL6XCBv6D8lM5aCupsKFD3PnT2oHb/6iwocsnt1lJhQ0R98pPR747qLNXrLjTGlFhQ/6DMg6vCGX1e9x9nzWiwgb1tWRFKHzn3e9x933WiAobPiXuWPP+2Xm1to2psCHHHUGsiCLfze/x6pr31Nw2psKGpz651YzNztWZPLPNqbDhk+JWMziaQz4zc942osIGxM0xVHHEvpodGT3Hs7Pr2TO2KRU2xCd3xDCK4mheyc9Vzx6dGc3Vvjpnm1Jhg/paYtaKChsct7WnwgbHbe2psEHFfff31bgvU+fgaH5Vfu8V99uDVNjAca8KIN85un80u8Pq++0BKmzIcccvfkUAfOeK95jx1PvaQipsiLjzL31FAHxnteb9mXneq86EapafG82rtT1IhQ2I+x2/uNn3UPu8d/XMaD9TZ3hPnbGHqLAhx63Iyy7g+6r7z+4Hnlfnj/YzNa/W9iAVNvAflLDiF8d3Vu9R7YfZ52bPqb2rZ+whKmw4E3fsX/ml5udGd6gZ7109U+3znjqT96u5PUSFDRz36BdY7R/Jz1XPqzNQzfOzas5n1BzUPK9jno1m9gAVNqhP7o7eFZzD/kAqbNgh7ghuVXir77cXqbBhl09u+2IqbEDc/MkU5EUXqLuDOj9y9TnbmAobctzywZuo97jynqN/65X7bAMqbHgy7ju94//BPpQKG56Km1/z+6vzmTrL8hnbmAobqu/c8pIXHL1H3lPzUM1Gz9jmVNiAuPnwilD4TnV/nFGzUM2PnrONqbDhqbiVODM6V82PnrONqbBBfeeuQol9NTuinsvrPFdnQzXL+9UZ25QKG+KTO4IYhXE0r+TnWJ6rZ3jN1DO8b5tTYYP6WmLWigobHLe1p8IGx23tqbAh/0GpyMvsVnf+vL/y96bCBv6DMj909of0dT/UG6mf/xV33dOKChtGcZ/xlT/UG3X4+cW/8eP+nSpsqOLm1yxm1RxGZ6pZXuczR/iZas37o7O8jj2ez8h3qGfzvjoTe2r2jjmfUfPHqLCB41b/A0fraq+aqbN5L17zmRE+n9ej2cya9+I1n6nwWfVs7MV+9VqtMzXjvbPrj6fChjOf3NW62uMZq87kdT4zwufzejSbWee92FdnKjNn+Uxej2ZMzUbnIeZMnf1IKmyY+c7NM3VW7c3MwsyZEX4+r0ezmXW1N2vmWT6T16MZU7PReTiahzg3c/atVNgwijvWPKvOxh7Pj9bV3llxB9/16rram8XPqrtGZ0Yzpma8d3bN+2r2KBU2IO78j2Z4OL9Wa94/mvF8NLtC3ZPv5xnP85pnsXfW6A61X615v5qHap6fnZl/NBU2xCf3Llr+cuw1KmzYIe78ieOwv5AKG3b75LYvpMIGx23tqbDBcVt7Kmxw3NaeChsct7WnwgbHbe2psMFxW3sqbHDc1p4KGxy3tafCBsdt7amwwXFbeypscNzWngobHLe1p8IGx23tqbDBcVt7Kmxw3NaeChsct7WnwgbHbe2psMFxW3sqbHDc1p4KGxy3tafCBsdt7amwwXFbeypscNzWngobHLe1p8IGx23tqbDBcVt7Kmxw3NaeChsct7WnwgbHbe2psMFxW3sqbHDc1p4KGxy39fbzz79v7qnEuR7g1QAAAABJRU5ErkJggg==)

cout << "Enter your choice: ";

cin >> choice;

if (choice == 1) {

cout << "Enter value to push: ";

cin >> value;

stack.push(value);

} else if (choice == 2) {

stack.pop();

} else if (choice == 3) {

int topValue = stack.peek();

if (topValue != -1) {

cout << "Top element: " << topValue << endl;

}

} else if (choice == 4) {

stack.display();

} else if (choice == 5) {

break;

} else {

cout << "Invalid choice. Try again.\n";

}

}

return 0;

}

**5. Singly Linked List**

#include <iostream>

using namespace std;

class Node {

public:

int data;

Node\* next;

Node(int value) {

data = value;

next = NULL;

}

};

class SimpleList {

public:

Node\* head;

SimpleList() {

head = NULL;

}

void addStart(int value) {

Node\* newNode = new Node(value);

newNode->next = head;

head = newNode;

}

void addEnd(int value) {

Node\* newNode = new Node(value);

if (head == NULL) {

head = newNode;

} else {

Node\* temp = head;

while (temp->next != NULL) {

temp = temp->next;

}

temp->next = newNode;

}

}

void show() {

Node\* temp = head;

while (temp != NULL) {

cout << temp->data << " ";

temp = temp->next;

}

cout << endl;

}

};

int main() {

SimpleList list;

int choice, value;

while (true) {

cout << "\nMenu:\n";

cout << "1. Add at start\n";

cout << "2. Add at end\n";

cout << "3. Show list\n";

cout << "4. Exit\n";

cout << "Enter your choice: ";

cin >> choice;

if (choice == 1) {

cout << "Enter value to add at start: ";

cin >> value;

list.addStart(value);

}

else if (choice == 2) {

cout << "Enter value to add at end: ";

cin >> value;

list.addEnd(value);

}

else if (choice == 3) {

cout << "The list is: ";

list.show();

}

else if (choice == 4) {

cout << "Exiting program. Goodbye!\n";

break;

} else {

cout << "Invalid choice. Please try again.\n";

}

}

**Output:**

![](data:image/png;base64,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)

return 0;

}

**6. Doubly Linked List**

#include <iostream>

using namespace std;

class Node{

public:

int data;

Node\* next;

Node\* prev;

Node(int value) {

data = value;

next = NULL;

prev = NULL;

}

};

class DoublyLinkedList {

private:

Node\* head;

public:

DoublyLinkedList() {

head = NULL;

}

void addAtStart(int value) {

Node\* newNode = new Node(value);

if (head == NULL) {

head = newNode;

} else {

newNode->next = head;

head->prev = newNode;

head = newNode;

}

}

void addAtEnd(int value) {

Node\* newNode = new Node(value);

if (head == NULL) {

head = newNode;

} else {

Node\* temp = head;

while (temp->next != NULL) {

temp = temp->next;

}

temp->next = newNode;

newNode->prev = temp;

}

}

void deleteValue(int value) {

if (head == NULL) return;

if (head->data == value) {

Node\* temp = head;

head = head->next;

if (head) head->prev = NULL;

delete temp;

return;

}

Node\* temp = head;

while (temp != NULL && temp->data != value) {

temp = temp->next;

}

if (temp == NULL) return;

if (temp->next) temp->next->prev = temp->prev;

if (temp->prev) temp->prev->next = temp->next;

delete temp;

}

bool search(int value) {

Node\* temp = head;

while (temp != NULL) {

if (temp->data == value) return true;

temp = temp->next;

}

return false;

}

void displayForward() {

Node\* temp = head;

while (temp != NULL) {

cout << temp->data << " ";

temp = temp->next;

}

cout << endl;

}

void displayBackward() {

if (head == NULL) return;

Node\* temp = head;

while (temp->next != NULL) {

temp = temp->next;

}

while (temp != NULL) {

cout << temp->data << " ";

temp = temp->prev;

}

cout << endl;

}

};

int main() {

DoublyLinkedList list;

int choice, value;

while (true) {

cout << "\nMenu:\n";

cout << "1. Add at start\n";

cout << "2. Add at end\n";

cout << "3. Delete a value\n";

cout << "4. Search for a value\n";

cout << "5. Display forward\n";

cout << "6. Display backward\n";

cout << "7. Exit\n";

cout << "Enter your choice: ";

cin >> choice;

if (choice == 1) {

cout << "Enter value to add at start: ";

cin >> value;

list.addAtStart(value);

} else if (choice == 2) {

cout << "Enter value to add at end: ";

cin >> value;

list.addAtEnd(value);

} else if (choice == 3) {

cout << "Enter value to delete: ";

cin >> value;

list.deleteValue(value);

} else if (choice == 4) {

cout << "Enter value to search: ";

cin >> value;

if (list.search(value)) {

cout << "Value found in the list.\n";

} else {

cout << "Value not found in the list.\n";

}

**Output:**

![](data:image/png;base64,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)

} else if (choice == 5) {

list.displayForward();

} else if (choice == 6) {

list.displayBackward();

} else if (choice == 7) {

break;

} else {

cout << "Invalid choice. Try again.\n";

}

}

return 0;

}

**7. APPLY SINGLY LINKED LIST TO SOLVE A SOTRING ALGORITHM**

#include <iostream>

using namespace std;

struct Node {

int data;

Node\* next;

};

void appendNode(Node\*& head, int data) {

Node\* newNode = new Node();

newNode->data = data;

newNode->next = nullptr;

if (head == nullptr) {

head = newNode;

} else {

Node\* temp = head;

while (temp->next != nullptr) {

temp = temp->next;

}

temp->next = newNode;

}

}

void sortList(Node\* head) {

if (head == nullptr) return;

for (Node\* i = head; i != nullptr; i = i->next) {

for (Node\* j = i->next; j != nullptr; j = j->next) {

if (i->data > j->data) {

int temp = i->data;

i->data = j->data;

j->data = temp;

}

}

}

}

void printList(Node\* head) {

Node\* temp = head;

while (temp != nullptr) {

cout << temp->data << " ";

temp = temp->next;

}

cout << endl;

}

int main() {

Node\* head = nullptr;

appendNode(head, 30);

appendNode(head, 10);

![](data:image/png;base64,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)

appendNode(head, 50);

appendNode(head, 20);

appendNode(head, 40);

cout << "Original list: ";

printList(head);

sortList(head);

cout << "Sorted list: ";

printList(head);

return 0;

}

**8. BST BASIC OPERATION**

#include <iostream>

using namespace std;

class Node {

public:

int data;

Node\* left;

Node\* right;

Node(int value) {

data = value;

left = nullptr;

right = nullptr;

}

};

class BST {

public:

Node\* root;

BST() {

root = nullptr;

}

void insert(int value) {

Node\* newNode = new Node(value);

if (root == nullptr) {

root = newNode;

} else {

Node\* current = root;

while (true) {

if (value < current->data) {

if (current->left == nullptr) {

current->left = newNode;

break;

}

current = current->left;

} else {

if (current->right == nullptr) {

current->right = newNode;

break;

}

current = current->right;

}

}

}

}

void printInOrder(Node\* node) {

if (node != nullptr) {

printInOrder(node->left);

cout << node->data << " ";

printInOrder(node->right);

}

}

Node\* deleteNode(Node\* node, int value) {

if (node == nullptr) {

return nullptr;

}

if (value < node->data) {

node->left = deleteNode(node->left, value);

} else if (value > node->data) {

node->right = deleteNode(node->right, value);

} else {

if (node->left == nullptr) {

Node\* temp = node->right;

delete node;

return temp;

} else if (node->right == nullptr) {

Node\* temp = node->left;

delete node;

return temp;

}

Node\* temp = findMin(node->right);

node->data = temp->data;

node->right = deleteNode(node->right, temp->data);

}

return node;

}

Node\* findMin(Node\* node) {

while (node->left != nullptr) {

node = node->left;

}

return node;

}

bool search(Node\* node, int value) {

if (node == nullptr) {

return false;

}

if (node->data == value) {

return true;

}

if (value < node->data) {

return search(node->left, value);

} else {

return search(node->right, value);

}

}
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};

int main() {

BST tree;

tree.insert(50);

tree.insert(30);

tree.insert(20);

tree.insert(40);

tree.insert(70);

tree.insert(60);

tree.insert(80);

cout << "In-order traversal of tree: ";

tree.printInOrder(tree.root);

cout << endl;

int searchValue = 40;

if (tree.search(tree.root, searchValue)) {

cout << searchValue << " is found in the tree." << endl;

} else {

cout << searchValue << " is not found in the tree." << endl;

}

cout << "Deleting 20..." << endl;

tree.root = tree.deleteNode(tree.root, 20);

tree.printInOrder(tree.root);

cout << endl;

cout << "Deleting 50..." << endl;

tree.root = tree.deleteNode(tree.root, 50);

tree.printInOrder(tree.root);

cout << endl;

return 0;

}